# Binary Search

[**PROBLEM**] Given a sorted array Where all elements appear 2 times except 1 element. Find the element that occurs once.

*vector*<int> A = { 1, 1, 3, 3, 5, 5, 6, 6, 7, 7, 8, 8, 9, 9, 10, 10, 1000, 1000, 100000, 100000, 99999999 };

|  |
| --- |
| **APPROACH 1:**  TC: NlogN + N/2 logN/2 = O(NlogN) [Map is BBST]  SC: N/2 = O(N)   1. Build a Map 2. Find a Key Whose frequency is 1 |
| **APPROACH 2:**  TC: N [Set is BBST or HashTabIe]  SC: 2 = O(1)   1. Use a Set 2. For each element    1. If there in the set       1. Remove it       2. if only One element is Left          1. That is the answer    2. else       1. Insert it 3. Only element in set is the answer |
| **APPROACH 2.1:**  TC: N [Set is BBST or HashTabIe]  SC: 1 = 0(1)   1. Use a Set 2. For each element    1. If there in the set       1. Remove it    2. else       1. If set already has an element          1. That ele in set is the answer       2. Insert it 3. Only element in set is the answer |
| **APPROACH 3:**  Compare Adj elements (only even index with next index, be careful of bounds check)  Use Two Pointers  Freq Approach  TC: N  SC: 1   1. curEIem=a[0], curFre=1 2. for i=[1, n)    1. if a[i] is same as curEIe       1. curFre++    2. else       1. if(curFre==1) return curEle       2. curE = a[i]       3. curF = 1 |
| **APPROACH 4:**  TC: N  SC: (var count = O) = O(1)  XOR all elements of array. |
| **APPROACH 5:**  TC: logN  SC:  **Binary Search** |

## Binary Search Code

[**PROBLEM**] Given a sorted array in ***descending order***, and a key K, all elements are unique, return index of K in the array. -1 if K is not found in the array.

### Implement Binary Search Iterative

TC: O(IogN)

SC: O(1)

|  |
| --- |
| int findK(*vector*<int> a, int k) {  int l = 0, h = a.*size*() - 1;  int m;  while (l <= h) {  m = (l + (h - l) / 2);  if (a[m] == k) return m;  if (a[m] > k) l = m + 1;  else h = m - 1;  }  return -1;  } |

### Implement Binary Search Recursive

TC: logN [ T(N) = T(N/2) + 0]

SC: IogN [Recursive call stack]

|  |
| --- |
| int findK(*vector*<int>& a, int l, int r, int k) {  if (l > r) return -1;  int m = (l + (r - l) / 2);  if (a[m] == k)  return m;  if (a[m] < k)  return findK(a, l, m-l, k);  return findK(a, m + l, r, k);  }  int findK(*vector*<int>& a, int k) {  return findK(a, 0, a.*size*() - 1, k);  }  int main(void) {  *vector*<int> arr = { 99, 88, 18, 10, 9, 8, 7, 6, 5, 4, 3, 2, 1};  *cout* << findK(arr, 88) << "\n";  return 0;  } |

[**PROBLEM**] Given sorted (asc) array having duplicates, and a key K. find first occurrence index of K, or -1 if K is not found.
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*vector*<int> arr = { 5, 5, 5, 9, 9, 9, 9, 9, 13, 13, 14, 14, 15, 15, 17, 17, 18, 19, 19 };

|  |
| --- |
| int firstIndex(*vector*<int> a, int k) {  int low = 0, high = a.*size*() - 1;  int res = -1;  while (low <= high) {  int mid = low + (high - low) / 2;  if (k < a[mid])  high = mid - 1;  else if (k > a[mid])  low = mid + 1;  else {  res = mid;  high = mid - 1;  }  }  return res;  }  int main(void) {  *vector*<int> arr = { 5, 5, 5, 9, 9, 9, 9, 9, 13, 13, 14, 14, 15,  15, 17, 17, 18, 19, 19 };  *cout* << firstIndex(arr, 9) << "\n";  return 0;  } |

[**PROBLEM**] Given sorted (asc) array having duplicates, and a key K. find last occurrence index of K, or -1 if K is not found.

|  |
| --- |
| int lastIndex(*vector*<int> a, int k) {  int low = 0, high = a.*size*() - 1;  int res = -1;  while (low <= high) {  int mid = low + (high - low) / 2;  if (k < a[mid])  high = mid - 1;  else if (k > a[mid])  low = mid + 1;  else {  res = mid;  low = mid + 1;  }  }  return res;  } |

[**PROBLEM**] Count number of occurrences of K in sorted array a in logN time.

|  |
| --- |
| int countOccurences(*vector*<int>& a, int k) {  int li = lastIndex(a, k);  if (li == -1) return 0;  int fi = firstIndex(a, k);  return li - fi + 1;  } |

[**PROBLEM**] Can complete tasks With n workers? maXTimePerWorker is fixed. And we are given a count of workers. A worker can pick only consecutive tasks. Workers can remain idle also (not that all workers have to be occupied)

![](data:image/png;base64,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)

|  |
| --- |
| bool canComplete(*vector*<int> taskTimes, int workers, int maXTimePerWorker) {  int c = 1;  int sum = 0;  for (int i = 0; i < taskTimes.*size*(); i++) {  if (taskTimes[i] > maXTimePerWorker) return false;  if (sum + taskTimes[i] > maXTimePerWorker) {  c++;  sum = taskTimes[i];  }  else {  sum = sum + taskTimes[i];  }  if (c > workers) return false;  }  return (c <= workers);  } |

[**PROBLEM**] GIVEN N tasks and W workers, and each worker can pick only consecutive tasks. Find the min time in which you can complete the tasks. -1 if it is not possible.